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ABSTRACT

Testing is crucial for all kind of systems but for those including real-time features becomes,
perhaps, even more crucial. Testing of Complex Systems, at end user level, is more and more
often performed in a systematic fashion using test procedures.

The test engineer has usually to produce test procedures in low-level programming languages and
with little or no assistance. Within this paper we present an approach in which we outline how a
model of the system to be tested can be used to provide assistance to the test engineer.
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1. INTRODUCTION

Testing is crucial for all kind of systems but for those
including real-time features becomes, perhaps, even more
crucial. To perform testing satisfactorily is becoming
more and more difficult and costly as long as systems
become more and more complex. During the last years a
huge effort to improve testing of systems has taken place.
Our research effort are focussed on testing from the end-
user perspective, known often as acceptance testing,

Among systems to test we can set two groups depending
on its behavioural model. The behavioural model must
account or not for sequences of operations in which later
operations depend on actions taken by earlier operations.
For the first group the generation of test cases is still a

subject under research as stated in (Dalal et al.,, 1999),
while in the second group we are starting to have
approaches with promising results as we can see in
section 2.

Our research work is focused on the first group, for
which test procedures (TP) design lays on the knowledge
the test engineer. Integration of our developments with
some performed for the second group of systems or
subsystems is being considered.

This paper presents an approach based on the experience
obtained from the work on the subject in the satellite
industry Garbajosa et al., 1997). Satellites require a
careful testing before they are launched. Afterwards it is,
usually, too late to fix operation mishaps.

1Thmmrchwmkw:spufomndmthmdxARCOpropu.TheInwrmmswmIOommssmnforScnmandTw}m]ogynfﬁle
Government of Spain, CICYT, partially supports the Project ARCO Ref. TIC98-0782.
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Our approach is based on providing support to the test
engineer in the definition and execution of test
procedures by means on an environment specifically
designed and built with that objective. At present we are
focusing on the telecom domain, specifically network
management,

As discussed in (Garbajosa et al., 2000) we claim that our
approach is significantly independent of the domain.
Correspondence between our present work, and other in
the space domain (Valera, 1999) is a confirmation of this
statement.

Even when it is not relevant to the main subject presented
within this paper, we would like to mention that one of
our objectives is to achieve low-cost environments,
affordable to industry. A domain independent approach
may help to accomplish this objective.

This paper is structured as follows: within this section,
Introduction, we present the scope of the article. In
Related Research Activities in System Testing we just
outline some related work. Then we present a Assisted
Test Procedure Definition: Concept and Environment
Architecture, where we summarise the concept for
Assisted test procedure definition and the Environment
architecture to support it.

Next, we describe the Model Representation of our
system, in the telecom domain. It is actually a subschema
of our model, but it will facilitate the understanding of
how assistance is supported. Then, in Implementing
Assistance, we present some mechanisms we use to
support assistance based on the system model, and
finally, some Conclusions are drawn, outlining future
work.

2. RELATED RESEARCH ACTIVITIES IN
SYSTEM TESTING

Approaches available in literature are mostly applicable
to systems for which a data model is sufficient to capture
the system’s behaviour, that is, control information is not
required in the model. As stated in (Dalal et al, 1999) the
complexity of the system under test’s response to a
stimulus must be relatively low.

Model-based testing, can be found in (Dalal et al, 1999).
Testers using this approach concentrate on a data model
and generation infrastructure instead of hand-crafting
individual tests.

In (Cunning et al. 1999) an algorithm to automatically
generate event scenarios is presented. This algorithm
extracts the needed information from the requirements
forms and produces a set of scenarios that can be used to
test transaction oriented systems. Related approaches can
be found in (Lamsweerde et al.1998) and (Sutcliffe et al.
1998).

In (Benjamin et al. 1999), it is possible to bridge the gap
between formal verification and simulation by using
hybrid techniques. Traditional techniques based on
simulation can only verify operation over a small subset
of the state space and it is often hard to generate tests to
hit interesting corner cases.

A discussion and a comparison of these approaches and
that described within this paper can be found In
(Garbajosa et al, 2000).
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3. ASSISTED TEST PROCEDURES
DEFINITION: CONCEPT AND ENVIRONMENT
ARCHITECTURE

To produce TP the user (test engineer or end user) must
be acquainted with a lot of information about the system
to test and programming languages. He must be able to
fill a lot of gaps about the system. He also needs to have a
wide knowledge on computing issues such as
configuration, and distribution of systems, and so on. In
most of cases it should be desirable to free control and
test engineers from knowing the entire structure of those
complex systems.

3.1. ASSISTED TEST PROCEDURE
CONCEPT

Measurement and action concepts are the base of test
definitions. Test activities involve the generation of
actions and the visualisation and analysis of
measurements. Actually, measurements verify that the
actions performed -by means of the test engineer
commands— get the desired effect. In object oriented
terms, actions may be associated to object operations and
measurement to values returned. In the satellite
application domain, these are called Telemetry &
Telecommand, usually known as TM/TC to collect under
the same term a widest set of forms to represent
communication between the test system and the Man
Machine Interface. We shall designate the system to be
tested as Unit Under Test. Our developments are based
on this scheme.

As we already mentioned system test procedure
definition is a complex activity that requires the test
engineer to be fully acquainted with several areas such as
the physical systems for which the tests are being
defined, and programming techniques.

Testing of these systems requires the production of series
of commands that validate the system operation, in a
repetitive fashion. These series of procedures are often
called test procedures. Test procedures are produced
using programming languages.

The gap between the way the definition is performed and
what the engineer should understand as a natural way of
working is quite significant. Thinking in terms of test
engineers, that might be not so familiarised with
computer concepts as computer scientists are, the use of
these programming languages requires to work at low
level of abstraction, farther away from what the real
problem is. Programming languages used (C, Atlas,
Tcl/Tk ETOL) are frequently not high level ones. But
even high level programming languages, such as object
oriented, are not yet so close to real life systems as we
would like to be.

Therefore it makes a lot of sense to assist the test
engineer in his work. This scheme is valid not only for
the satellite domain but also for most of the application
domains with systems to be tested. Figure 1 shows a
comparison between a traditional environment, to define
and execute test procedures, and those under
development. A further discussion and a comparison of
traditional versus assisted test procedure definition can be
found in (Garbajosa et al. 1999) and Garbajosa et al.
2000).



Therefore the test engineer faces three problems:

- To design —define— the test procedures that will
validate the system.
- To translate these test procedures into a
programming language.
- To execute these tests procedures with little or
no help of the test environment.
Derived problems to cope with are the following:

- To maintain tests procedures. Maintainability
will also get an advantage from the approach
we propose.

- Guarantee full test coverage

Figure 1: TOPEN Environment Architecture

3.2. TEST AND OPERATION ENVIRONMENT
ARCHITECTURE
In [Garbajosa et al., 2000] the basic components of the

Test and Operation Environment Architecture
(TOPEN) are described. Here we shall just mention them.

The conceptual architecture can be implemented, in terms
of components, as follows: Man Machine Interface,
Data/knowledge Repository and code generator. The test
engineer handles the Man

Figure 2: Network Management System

Machine interface. The System Environment Control
subsystem allows the test engineer to modify the system
state so that situation that represent incidents can be
supported.

A data and knowledge repository is used to support a
model of the system. Other components are a code
generator module, which generates the code that will get
into the industrial system and, finally, a low-level
interface between the industrial system and environment
would be needed. As we shall see below these basic
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components can be refined into a more detailed
architecture. Monitoring can be performed working with

MIB data.
M
Command Intermal |

LA

&
| S
Delets Connection

Figure 3. Command data Model
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| GatConnection info |

| Craate Connechon

4. MODEL REPRESENTATION

As we outlined in section 3 UUT subsystems and
components can be represented by objects, and actions by
operations. Measurements are the result or output of
applying an action on an object.

In figure 2 we can see a Network Management System
schema. An Agent receives commands from a number of
Managers that represent operators. Those commands
handle a number of network Elements (NEs). Information
needed to handle this is in a database. The TOPEN man
machine interface implements the Managers man
machine interface. Actually TOPEN interacts directly
with the Agent.

In figure 3 we can sec a subschema for the Command
data model. It shows the class hierarchy for the
connection-related commands. We have that a
Connection command is a subclass of Commands. A
connection command can be to create, delete or get
connection. These commands would operate the UUT,
that is the Network management system. W

Figure 4. Network Model (UUT).

Now we can analyse the UUT model. This model,
another subschema shown in figure 4, has LAN and
WANS as central components. For our example we shall
focus our attention in WANS, though we kept LANs for
easier understanding. Connection relates network
elements, as segments. The information of the different
connections is described in the route tables, with its route
entries. We see that a network element can be either a
router or a generic. In the example of next section all the
NE will be routers, that are the nodes of specific LANs.



But only the routers will be of interest to us for our
purposes.

5.IMPLEMENTING ASSISTANCE

We can use two different situations to show examples of
how assistance can be provided. The first one, providing
assistance to set connections, will describe a situation in
which the test engineer gets assistance based on the
structural characteristics of the model. It is a rather static
view of the model.

In the second case, creating new route tables, there exist
a response to an unexpected system state after an incident
has taken place. It is a more dynamic view of the model
even when it does not imply real simulation.

5.1. PROVIDING ASSISTANCE TO SET NE
CONNECTIONS

In the case of network management systems the test
engineer may have problems to know, at a given moment,
which elements are currently installed, their physical and
logical configuration, etc. However, this information is
stored in the TOPEN MIB, as long as all the network
elements (NEs) are stored there together with their state.

Let us suppose that the test engineer wishes to make a
number of connections among several NEs to enable
several new routes. Even when he may have a clear idea
of the initial and final nodes, there exists an additional
problem. Each NE supports a number of protocol
interfaces, and he will be able to connect only those NE
interfaces that are compatible, and not yet used in a
connection. This fact can be considered as a structural
constraint: connections can be established between
compatible interfaces. The data model supports it, and its
implementation would not allow the database to not to
respect it. This is easily achievable, with a relational
database implementation, such the one we are producing.

Therefore the test engineer, once he would select the
connect command, he would be requested to indicate the
first NE from the entire list of NEs and then the second,
and if would press OK. This is shown in figure 5. If he
failed to hit the NE with the right available interface, the
test engineer could just receive a message such as
incompatible NE interfaces. It may be worse: data base
operation rejected. Or worse: internal error xx. Or even
worse such as receiving a message from the Agent
explaining that the operation failed, what additionally
would overload the net. But for the moment little

KB eidace(l]
2 802 Jindeddace
3 Send sdeoco
4 K25intedace [2)

i XDwtedacell]
2 XZintedace (2)
I

Figure 5 — Generation of connection command
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ImMNEid=5
13810071 15

imNEid=4
13810042 20
Figure 6. Router level configuration

Yet we can positively use the information stored in the
MIB. Once introduced the first NE the TOPEN can show
only those NEs with available interfaces that are
compatible with those not yet used interfaces of the
selected NE. Furthermore, when two instances of NE are
selected, the system will allow the user to connect only
those NE interfaces compatible and not connected.

In this way the TOPEN provides two desired
functionalities:
1) Assistance to the user at the time to define
commands or TP

2) We are avoiding overloading communication
lines. As the TOPEN does not allow to define
wrong commands, we are eluding those
command packets that could not be executed,
and, furthermore, both replies and notifications.

5.2. CREATING NEW ROUTE TABLES

If we are testing a Network Management System the Test
and Operation Environment (TOPEN) will be able to
detect a number of problematic situations, for which
assistance provision may be useful.

To provide this assistance TOPEN needs to store every
Command/Test Procedure that has been executed and
every Reply or Notification received from the NMS.
Knowing commands and responses it is possible to
identify the current state of the elements of the network to
be tested.

Let us assume a NMS, with routers as nodes, with the
following forms route tables defined as follows:

ipRouteDest: The destination IP address of this route.

ipRoutelfIndex: The index wvalue which uniquely
identifies the local interface through which the next hop
of this route should be reached.

IpRouteNextHop: The IP address of the next hop of this
route. (In the case of a route bound to an interface which
is realized via a broadcast media, the value of this field is
the agent's IP address on that interface.)"

IpRouteMask: Indicate the mask to be logical-ANDed
with the destination address before being compared to the
value in the ipRouteDest field.
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ImNEid: The NE identifier in the network. This identifier
must be unique for each NE instance.

Let us assume that we have a network as defined in figure
6. Let us also assume the following values for route table
fields:

Table 1 —imNEid = 1 ipRouteTable

Table 2 — imNEid = 2 ipRouteTable

Table 3 - imNEid = 3 ipRouteTable



Table 4 — imNEid = 4 ipRouteTable

Table 5 — imNEid = 5 ipRouteTable

If the NE with [P address 138.254.4.1 goes down, that is
our NE with imNEid = 2, the Agent shall send an
equipmentAlarm notification that will be received by the
TOPEN. Though this incident might take place
spontaneously, for testing purposes, the test engineer may
induce it through the System Environment Control
interface.

It may help to understand the example to mention that an
address such as 138.100.56.0 for ipRouteDest means that
destination may be any 138.100.56 router.

In this case assistance may be structured s follows:
1. Detect the scope of the incident
2. Suggest what to do to the test engineer

3. Provide a number of feasible choices if that is
case

Once an equipmentAlarm notification has been received
and processed the TOPEN will check if the system NEs
configuration let the system remain operational. The
decision will be taken according to the information stored
within the MIB. If the answer is negative, as in this case,
TOPEN will suggest the test engineer to include within
the TP a command set ipRouteTables to modify the route
tables for NEs with imNEid equal to 1 and 3 as shown
below. Those are the tables affected by the faulty router.
It will return the system to an operational situation even
being the router faulty. Obviously those packets sent to
the subnetwork controlled by 138.254.4.1 will be lost, but
not those sent to those subnetworks that are routed
through the router that has gone down, because an
alternative route could be generated, as shown in the
route tables shown below.

In this case TOPEN will be suggesting only one choice as
alternative route table. This should be properly
understood. Actually the example is very simple. In a real
situation we might have several routes to choose and it
should be the test engineer he who decides.

Table 6 — imNEid = | new ipRouteTable

Table 7 — imNEid = 3 new ipRouteTable

In the case of network management systems a lot of
problems could be handled according to this approach,
such as those related to quality of service, processing
errors, or congestion of the traffic

6. CONCLUSIONS

‘We have shown how, taking a system model as a basis,
assistance can be provided to a test engineer as long as a
specific environment is used. This approach is especially
useful for systems whose behaviour depends on the result
of former operations.

This approach is significantly domain independent. We
are applying it to network management system and
former work with satellite applications respects the same
basic architecture. It will be necessary to systematise its
development. We are working on this issue. This let us
think of being able to build low-cost environments
Another issue of interest is that within this environment
can also integrate tools that are used to support model-
based testing as described in Dalal et al., 1999). Our
second assistance example could be understood as such
integration.
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